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pstract Classes vs Interface
Abstract Class Interface

Supports multiple inheritance? NO YES
Can contain data members? YES NO
Can contain constructors? YES NO
Can contain implemented methods?  YES NO
Can contain static methods? YEST NO
How is it used? Inherited Implemented

Why would we ever user interfaces?
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Code Stack Heap

Animal jen = new Lion() ;

jen.eat() ; _
jen.sleep() ; _
jen.roar () ;

Lion suzie = jen; /lﬁlass Cast Exceptionl =

|
((Lion) jen) .roar() ; contro{anp (,d
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The waterfall process involves a large amount of upfront work, in an attempt to reduce the
amount of work done in later phases of the project. This makes it a sequential (non-iterative)
model. Phases are followed in order.
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The model as it was originally designed, splits work
into four phases:
1. Requirements Planning — Done by a group of "eg,“",:f‘;',‘fg""
business owners, technical leads, and system users.
Completed when all agree on what is being built

2. User Design — During this phase, users interact with c:
analysts and dev teams to rapidly prototype out
interfaces, and evolve what is being built
3. Construction — developers develop from what is
found in User Design phase, and iterate
4. Cutover — Testing is done here, final handover of
finished system
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Planning/Feedback Loops

Release Plan

Tteration Plan
Acceptance Test
Stand Up Meeting
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The Agile N fese
Individuals and interactions over processes and tools
Working software over comprehensive documentation

Customer collaboration over contract negotiation
Responding to change over following a plan

gl vs Wy

Agile Waterfall
Iterative? Yes No

Late Changes? Yes No / $$$
Fixed timeline? No* Yes
Fixed Cost? No* Yes*

Volume of meetings Consistent Heavy up front, reduced middle,
heavy end
Release frequency Every Sprint Once per project
Business Involvement Heavy throughout Heavy early, and at very end

Cost to fix mistakes Low High
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(DOepdmal Vrtiorms

Pattern 1: Factory Method

Proghg'm: Creating new objects often requires complex process that are not really
appropqriate to expose to a client.

MotiVation: We want to try and keep things as abstract as possible, don’t expose
instapﬂgtion logic to end user, use a common interface to refer to all similar objects
App‘flcability: Any time we have multiple ways of realizing the same concept —and we want
our users to decide which implementation they want to use, but we do not want to expose
them to the nitty-gritty details

if (input.equals("SQUARE")){
System.out.println("Make a square”);
Square shape = new Square();
yelse if(input.equals("CIRCLE")){
Circle shape = new Circle();
}else if(input.equalsIgnoreCase("RECTANGLE")){
}J:Z?ngle shape = new Rectangle(); This code is messy, and needs

Object shape = new Object(); to use lots of copy paste!
¥



<<interface>>
GenericObject

+method() : void

7/
Zz

ObjectFactory

+createObject(type:String) : GenericObject

RealObjectOne

RealObjectTwo

+method() : void

+method() : void

[DEMO — Shape Factory!]

Note: The Object factory
createObject method will return the
interface type, but using
polymorphism, will actually use the
specific object requested



Pattern 2: Builder

;
Prom'm: Telescoping constructors — we have too many options for a constructor, that need
many different variables, we also need to remember the order of these

MoQﬂation: We want to have a single way of initializing objects that is simple for the user to
follow, and still allows our objects to be immutable to avoid inconsistency

Applicability: If there are many potential ways to construct the same object, and sometimes
we will need many different constructors, this can be a good pattern to follow.



Director

builder : Builder

construct()

.........

Builder

ConcreteBuilder

buildPart()

this.builder. busidPart(); ﬁ

[NOTE: Demo this using a pizzal]

buildPart{)
getResult() : Product

<< create >>

Product




Pattern 3: Singleton

i)
Prg‘mém: Sometimes we only want a single instance of an object
Md‘f‘l'ﬂ'ation: either due to efficiency or due to real world behaviour, we only want a single

instz;ggg to ever exist of a specific object.
Applicability: Probably the most misused pattern! Should only be used for one of the above

two stated reasons. Often gets paired with Builder or Factory, in order to reduce memory
footprint on the JVM



Singleton

- singleton : Singleton

- Singleton()
+ getinstance() : Singleton

[DEMO — PrimeMiinister]



(2) Stactaa] Rittams

Pattern 1: Adapter / Wrapper

Prg{‘b‘iem: Sometimes the objects we currently have do not match what our clients are
expecting, and we want to make something that can convert them into what is desired
Motivation: We want to be able to use already existing code as frequently as possible, and
sometimes we need to adapt it to plug into another persons code.

Applicability: When there is currently one or more interfaces that have things in a format
other than what we want, and we desire our clients to be able to use them

NOTE: There are two forms of this pattern — a simple one, and a complex one ©



Object Adapter (aka simple Adapter)

Adaptee
+methodB()
N
Client Adaptor
+adaptor: Adaptor +adaptee: Adaptee
+doWork () +methodA() ~

AN N

éééptor.methodA();B‘ adaptee.methodB():T

Put simply, the client wants to call something called methodA(), but the interface we
have calls it methodB(), so we make an adapter that let’s the client do what they want.




Class Adapter (multiple Inheritance)

Adapteel AdapteeN

+methodl () +methodN()

?_I_?

Client > Adaptor
+adaptor: Adaptor TethodA () <

+doWork () < \
s methodl ();
adaptor.methodA(); s

S methodN();




@Behovioal Puggams

Pattern 1: [terator

.
Prmem: We want to be able to see the objects stored within an aggregator sequentially,
but do not want to expose the underlying representation

MotiVation: Often there are algorithms for doing specific iterations on various different
types of container objects, and we want to decouple those algorithms from the container
itself, ..

App |cability: When we have an aggregator and want to iterate through the objects in it,
using an algorithm that is not container-specific.




Aggregate Iterator

<< Ccreate >>

+ jterator() + next()

+ hasNext()

ConcreteAggregate << create >> Concretelterator

.____________________________>

+ iterator() + next()

+ hasNext()




Pattern 2: Memento

Problem: We want to be able to revert to a previous version of an object if something goes

wrong
Motivation: When a client changes things, there may be potential that something else fails

because of that change, and they require to revert. Memento gives them this ability.
Applicability: When you have an object whose state may need reversion.



Originator

SetMemento(Memento m)
CreateMemento() 9

'

slate

H

Memento

GetState()
SetState()

state

retum new Memento(state)ﬁ

state = m->Getstale()ﬂ

memento | .




Architectural Patterns



Model View Controller (MVC)

This isn’t really a “design pattern” in the traditional sense, but it is an important topic.
Architectural design helps create clean and consistently working code.

MVC dictates breaking the code into three key areas:

Model — The models being worked on, usually mimics the structure of your data model.
This is also the layer that logic about the domain sit in.

View — This is the output representation of information that the user interacts with.
Think the application screens or webpages

Controller — Accepts inputs, and converts them to commands that are delegated to either
the model or view, or both.



The database,

— .
MODEL including commands
( W and code interacting
with it
UPDATES MANIPULATES
VIEW CONTROLLER
/ \ y
RN &
The user’s 0\ R4
Interface (website, d
GUI, command USER
prompt, etc.) The logic behind the

interface, that does
the work or the view
(the non-graphical
front end)



